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Abstract: Android applications are open source and can be developed by anybody, testing is not done. The objective of this paper is to remove the unused/redundant permissions in the android applications by breaking it and extracting the permissions to prevent the permission gap. High level Permission Checking Framework on Android Applications that were previously uploaded by breaking the .apk files to analyze in code level by decompiling it in a efficient way. This is a compositional analysis for Android inter app vulnerabilities. Both developer and user can test and modify manifest file of an application.
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1. INTRODUCTION

Android applications are usually developed in the Java language using the Android Software Development Kit. Once developed, Android applications can be packaged easily and sold out either through a store such as Google Play, SlideME, Opera Mobile Store, Mobango, F-droid.

Applications for Android are written in Java and compiled into Dalvik byte code. Dalvik byte code is optimized to run on devices where memory and processing are scarce. An Android application is packaged into an Android package file which contains the Dalvik byte code, data (pictures, sounds...) and a metadata file called the ―manifest‖. The application’s developer has declared permissions in the application manifest. For installing an application, the user has to approve all the permissions. If all permissions are approved then the application is installed and receives group memberships. The group memberships are used to check the permissions at runtime. Missing permission causes the application to crash. Adding too many of them is not secure. In the latter case, injected malware can use those unused permissions to achieve malicious goals. The unused permissions are called as “permission gap”. Any permission gap results in insecure, suspicious or unreliable applications.

2. RELATED WORKS

Android security has received a lot of attention in recently published literature, due mainly to the popularity of Android as a platform of choice for mobile devices, as well as increasing reports of its vulnerabilities. Here, we provide a discussion of the related efforts in light of our research.

A large body of work [7], [10], [13], [19] focuses on performing program analysis over Android applications for security, which can be categorized based on their underlying static or dynamic analysis technique. FlowDroid [20] introduces a precise approach for static taint flow analysis in the context of each application component. CHEX [16] also takes a static method to detect component hijacking vulnerabilities within an app. Apart from techniques based on static analysis, several tools use dynamic analysis to detect vulnerabilities in smart phone applications. TaintDroid [3] detects information leak vulnerabilities using dynamic taint flow analysis at the system level.

3. PROBLEM DEFINITION

As android applications are open source and can be developed by anybody, testing is not mandatory and hence it is more vulnerable. Android application developed by users are directly uploaded to Google play store and no code level testing’s are done. Since the developers upload only compiled, packed (.apk) files no further investigation is done on the application.

A basic call graph can only give the number of permission checks but not the actual names of the checked permissions because of the lack of string analysis to extract permission names from the byte code CHA-Android which leverages the service redirection, service identity inversion and entry point construction components.

Spark specific issues such as entry point initialization or Android specific issues such as service initialization. Spark to get a first understanding of the main problems that occur when analyzing the Android API. This gives us a key insight, Spark discards 96 percent of the API methods to be analyzed. The reason is that Spark does not work on receiver objects whose value is null.

4. PROPOSED WORK

We propose a High level Permission Checking Framework on Android Applications that were previously uploaded by breaking the .apk files to analyze in code level by decompiling it in a efficient way. We also innovate to recompile the vulnerable free code for secure use with the end users. We further make a proposal to Google Play Services to implement this kind of Frameworks so as to avoid Fake Applications that steals user’s Private data and make some vulnerability.

Android 2.2 defines 134 permissions in the android. Manifest permission system class, whereas Android 4.0.1 defines 166 permissions. This gives us an upper-bound on the number of permissions which can be checked in the Android
framework. Android has two kinds of permissions: “high-level” and “low-level” permissions. High-level permissions are only checked at the framework level (that is, in the Java code of the Android SDK). We focus on the high-level permissions that are only checked in the Android Java framework Compositional analyses for extracting permission checks. In essence, each analysis constructs a call graph from the byte code, finds permission check methods and extracts permission names.

We have presented a generic approach to reduce the attack surface of permission-based software in order to automatically add or remove permission enforcement points at the level of application or the framework.
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**5. WORKING MODEL**

**5.1 Login / Registration And Upload:**
User enters the personal information for registration and the user input fields are validated and records are stored in the database. After registration the User can Login with his credentials and can upload source code. The uploaded source is securely stored in server side. If you are uploading a source code it should in a zip format which can be done by any zip until tools. The uploaded zip contents are automatically unzipped in code level in server side.

**5.2 Reverse Engineering The Apk File:**
In this Module, user can upload both source and apk files. The apk file is broken by using APK Tool and the generated (.dex) files are converted to (.jar) files by de2jar. The layout and resource files are retained. The jar files are extracted to get the .class files. Now we use the jad API to convert the .class files to .java files. Then these files are written to the src folder of android code base retaining the package name. Thus the Server automatically Decompile the .apk file by reverse engineering.

**5.3 Permission Check’s In Source Code:**
Android applications contain much permission to use the services. Developer must declare the permission in manifest to use that service. Once the permission is declared, the android application packager in the mobile phone will ask the users for accepting the permission usage while application installation. For installing an application, the user has to approve all the permissions that application’s developer has declared in the application manifest.
If all permissions are approved, the application is installed and receives group memberships. The group memberships are used to check the permissions at runtime. Now the decompiled apk files are validated for permissions in the manifest.xml file. Now our high level permission checking framework examines the code written for each permission in java files and validates it. If the any of the permissions fails the validation process, it is tagged as Unused/Redundant permissions.

5.4 Removing Unused Permissions:

In this module, if unused permissions are declared, their respective service is also running in mobile. Missing permission causes the application to crash. Adding too many of them is not secure. Injected malware can use those declared, yet unused permissions, to achieve malicious goals. So the unused permissions found by our framework are removed in the Manifest.xml file.

The modified/Permission checked source code is recompiled and harmless apk’s are generated which can be downloaded using Qrcode. Only the uploaded source codes are recompiled

Fig.2 Data Flow For Permission Analysis System

6. BENEFITS OF PROPOSED SYSTEM

The proposed system will remove all unused permissions in the android applications. A static code level check is done on the code. Missing permission causes the application to crash. Adding too many of them is not secure. In the latter case, injected malware can use those unused permissions to achieve malicious goals. The unused permissions are called as “permission gap”. Permission gap results in insecure, suspicious or unreliable applications. QR codes are generated for each recompiled applications.

7. CONCLUSION

This paper concludes that extracted the permission checks and to removed the unused permissions to prevent the permission gap and Applications were builded using Apache Ant tool and Qrcode were generated.Application are downloaded using qr code
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